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Abstract--Today the computer software/systems have
become extremely complex. The increased need to distribute
data, applications and system resources across geographical
boundaries has led to complexity of the software
applications. This situation results in overall increase in
maintenance efforts and cost. There is a need to have systems
which are self-aware, self-protecting, self-healing, self-
optimizing, and self- configuring. This would help in
cheaper and faster maintenance. Such computing systems
and infrastructure would take care of managing themselves.
In an autonomic environment the IT infrastructure and its
components are self-managing leading to reduced cost of
owning and operating computer systems. The present paper
does a study of existing quality characteristics and
corresponding metrics, and based on analysis proposes a
new set of characteristics as well as metrics to design a robust
autonomic computing system.

Keywords—Autonomic computing, self-aware, self-
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I INTRODUCTION

The current method of dealing with the increased level
of the software application complexity is proportionally
increasing the number of persons involved in
maintenance. However this manual method is
unsustainable at best as the exponential growth of the
software industry makes it prohibitively time consuming,
expensive and error prone to match the number of
maintainers with the complexity of the software systems.
The possible solution could be to incorporate self-
management in the applications without human
interactions. This means letting computing systems and
infrastructure take care of managing themse]ves. In an
autonomic environment the IT infrastructure and its
components are self-managing. Systems with self-
managing components reduce the cost of owning and
operating computer systems. Autonomic computing
capabilities simply make applications that can take care of
themselves. Applications would automatically diagnose
their own problems and fix them, reasoning out how to
protect them from future bugs. The applications would
become self-aware, self-protecting, self-healing, self-
optimizing, and self- configuring.

Autonomic systems make informed, constrained
decisions without human intervention. They enable
dynamic self-management, self-protection and self-
optimization of software systems, in turn allowing
software systems to react to the changing requirements
of their environment. Within the last 20 years the number
of computer devices have increased at an unparalleled
rate; as has the complexity of both the software and
communications infrastructure that supports these
devices [1]. An autonomic system provides these facilities
for a large-scale complex heterogeneous system. It is a
system that manages itself. This definition shows that
Autonomic System is emerging as an approach to the
design, development, and management of large-scale
distributed computing systems.

Salehie et.al [5] proposes a category of complexity in
IT Systems. According to them, there are two visions of
Autonomic Computing. The first is “Vision in
Administration” and second is “Vision in Software
Engineering”. Nami et.al [9] presented thorough survey
of autonomic computing systems, presenting their
characteristics, effects on quality factors, their building
block architecture and challenges. King etal [11]
presented a reusable object-oriented design for
developing self-testable autonomic software. Arnautovic
etal [8] proposed a model software management
interactions and tasks in the form of a discourse between
the administrator and the software system.

Il AUTONOMIC COMPUTING SYSTEMS (ACS)

An Autonomic Computing System (ACS) provides
above facilities for a large-scale complex heterogeneous
system. An ACS is a system that manages itself. This
definition shows that ACS is emerging as an approach to
the design, development, and management of large-scale
distributed computing systems. According to Paul Horn’s
definition [4], an ACS is a self-managing system with
eight elements. Self-configuration means that an ACS
must dynamically configure and reconfigure itself under
changing conditions. Self-healing means that an ACS
must detect failed components and eliminate or replace it
with another component without disrupting the system.
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On the other hand, it must predict problems and prevent
failures. Self-optimization is the capability of
maximizing resource allocation and utilization for
satisfying user requests. Resource utilization and work
load management are two significant issues in self-
optimization [5]. An ACS must identify and detect attacks
and cover all aspects of system security at different levels
such as the platform, operating system, applications, etc.
[t must also predict problems based on sensor reports and
attempt to avoid them. Itis called self-protection.

An ACS needs to know itself. It must be aware of its
components, current status, and available resources. It
must also know which resources can be borrowed or lent
by it and which resources can be shared. It is self-
awareness property. An ACS must be also aware of the
execution environment to react to environmental changes
such as new policies. It is called context-awareness or
environment-awareness. Openness means that an ACS
must operate in a heterogeneous environment and must be
portable across multiple platforms.

Finally, an ACS can anticipate its optimal required
resources while hiding its complexity from the enduser
view and attempts to satisfy user requests. We consider
self-configuration, self-healing, selfoptimization,
and self-protection as major characteristics and the rest as
minor characteristics.[2] defines decentralized autonomic
computing systems as systems that are constructed as a
group of locally interacting autonomous entities that
cooperate in order to adaptively maintain the desired
system-wide self-* properties without any external or
internal control. For these systems, implications and
interpretation of decentralization on self-* properties
can be grand challenges [6][7].

® Self-Management: The Autonomic Computing
system must free system administrators from the
details of system operation and maintenance.

® Self-configuration: An autonomic computing
system configures itself according to high-level
goals, i.e. by specifying what is desired, not
necessarily how to accomplish it. This can mean
being able to install itself based on the needs of a
given platform and the user.

® Self-optimization: An autonomic copputing system
optimiZes its use of resources. It may decide to
initiate a change to the system proactively (as
opposed to reactive behavior) in an attempt to
improve performance.

® Self-healing: An autonomic computing system
detects and diagnoses problems. What kinds of
problems are detected can be interpreted broadly:
they can be as low level as a bit-error in a memory
chip (hardware failure) or as high-level as an
erroneous entry in a directory service (software

problem). Fault- tolerance is an important aspect of
self-healing. Typically, an autonomic system is said
to be reactive to failures or early signs of a possible
failure.

® Self-protection: An autonomic system protects itself
from malicious attacks but also from endusers who
inadvertently make software changes, e.g. by
deleting an important file. The system autonomously
tunes itself to achieve security, privacy and data
protection. Thus, security is an important aspect of
self-protection, not just in software, but also in
hardware.

® Openness: The Autonomic Computing system must
function in a heterogeneous world and implement
open standards.

e Context-awareness: The Autonomic Computing
system must find and generate rules for how best to
interact with neighboring systems.

e Anticipatory: The Autonomic Computing system
must have a projection of the user needs and actions
into the future.

TABLE 1
AUTONOMIC COMPUTING VS CURRENT COMPUTING

Concept Current Computing | Autonomic Computing

Automated
configuration of

Self- Corporate data
configuration | centers have multiple
vendors and
platforms. Installing,
configuring, and
integrating systems
is time-consuming
and error prone.

components and
systems follow high-
level policies. Rest of
system adjusts
automatically and
seamlessly.

Systems have
hundreds of
manually set
nonlinear tuning

Components and
systems

Self-
optimization

continually seek

parameters, and their
number increases
with each release.

opportunities to improve
their own performance
and efficiency.

Self-healing

Problem
determination in
large, complex
systems can take a
team of
programmers weeks.

System automatically
detects, diagnoses, and
repairs localized
software and hardware
problems.

Self-
protections

Detection of and
recovery from
attacks and
cascading failures is
manual.

System automatically
defends against
malicious attacks or
cascading failures. It
uses early warning to
anticipate and prevent
system wide failures.

Table 1 compares the four states of autonomic computing
with how we manage today and what it will be like with
full autonomic systems.
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® Self-Awareness: The Autonomic Computing system the existing ones like self-optimizing, and self-protecting
must be aware of its internal state. An ACS needs to etc. For these additional characteristics, new metrics have
know itself. It must be aware of its components,  been proposed as well some have been reclassified to
current status, and available resources. It must make them more realistic and logical. These metrics such
also know which resources can be borrowed or  as maintainability, understandability, reusability,

landed by itand which resources can be shared. usability, adaptability and modularity can be used to
® Self-Regulation: The capability of adapting determine external characteristics.
automatically and dynamically to environmental The proposed dynamic metrics will work as indicators

changes. Thls.charactenstlc hgs B0 'aspects.as in predicting Autonomic Software Systems’ external
follows: Installing, (re)-configuring, and integrating otz T

s . quality characteristics.
large Adaptability in architecture or component
level to re-configure the system.

® FEnvironment Awareness: The Autonomic
Computing system must find and generate rules for
how best to interact with neighboring systems.

® Self-Adaptive: An autonomic computing system
must know its environment and the context
surrounding its activity, and act accordingly. It will
find and generate rules for how best to interact with
neighboring systems. Itwill tap available resources,
even negotiate the use by other systems of its
underutilized elements, changing both itself and its
environment in the process, inaword, adapting.

Self-Managing
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® Self-Defining: The Autonomic Computing system - ,
must free system administrators from the details of g 3 | £ g | 3
system operation and maintenance. : 3 z g |
: | |

® Self-Expression: Concerns the possibility of
radically modifying at run-time the structure of . -
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